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Abstract

The energy consumption of information and communication technology (ICT) is still increasing. Even though, up to now, several solutions regarding the hardware side of Green IT exist, the software contribution to Green IT is not well investigated. In our paper, we discuss how to integrate some aspects of carbon footprint calculation into software development processes and we show how ongoing energy efficiency measurements can be established as an integral part of a software development project.

1. Introduction

As in the last few years environmentally sound “green” ICT hardware product design and production, as well as green IT service operation gained a lot of importance, software as the ultimate cause of hardware requirements and energy consumption shifts into focus only slowly. Furthermore, standard techniques to assess the environmental impacts of products and services, like the calculation of a full-fledged carbon footprint or life cycle assessments, are complicated and laborious. If they are carried out at all, then often by external experts or after the product has already been released to the market.

In order to solve these problems, according to Braungart/McDonough (2009) and Kramer (2012), it is necessary to integrate the consideration of sustainability aspects as early as possible into design processes, because late changes to the product design are much more expensive than early ones, which is also commonly known from software projects.

Facing these challenges, our paper proposes two methods and accompanying tools that complement the generic extension for green and sustainable software processes that was presented by Dick/Naumann at Environmental Informatics 2010. These methods allow the software development team to take over the responsibility for some decisions regarding the development process itself (necessity of meetings, business trips), as well as design decisions that have a direct impact on the environmental and, especially regarding hardware requirements, also on some social impacts of the software product.

The first proposed method picks up the principle ideas of Product Carbon Footprints (PCF), focusing on the ongoing software development process and claiming to be conductible by software developers or process managers. Thus, the method does not consider impacts of hard to estimate upstream chains, e.g. third-party software libraries that are indeed relevant for a PCF, but not for the carbon footprint (CF) of the development process itself. We also try to answer the question if emissions of commuting employees should be considered in PCFs or not, as standards require (PAS 2050:2011, 17). Furthermore, we contrast the exemplary CF of development with an oversimplified CF of computer usage, not for generalization or proof, but to give an impression of the magnitudes.
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The second proposed method makes use of Continuous Integration (CI), to integrate ongoing measurements of the energy efficiency of the software product into the software development process. CI is a widely used approach in software engineering. In conjunction with the test driven development approach (TDD), the main goals of CI are to minimize the integration effort and to maximize the feedback to software developers referred to their integrations, focusing on software quality. Hence, both approaches are widespread and well approved in practice.

In contrast, measuring software-induced energy consumption and rating its energy efficiency as a quality aspect, apart from scientific research and embedded systems, is not really taken into account during software development. Today, there are no practical suggestions on how to monitor and improve software energy efficiency during its development.

2. Related Work

Even if sustainable product design is still focusing on the hardware side, there exist some approaches regarding the sustainability of software processes: they rank from interpreting and introducing metrics to measure the sustainability of software (Albertao 2004), over concepts concerning software energy consumption (Käfer 2009) to a software project with sustainability requirements as regular software quality requirements (Mahaux et al 2011).

The PCF ranks among the most discussed indicators for the human and industrial impact on the environment. Recently, there are many publications available discussing the CF of different goods (PCF Pilot Project Germany 2009, Gombiner 2011, Wackernagel/Yount 1998), methods of calculating the CF (ISO/DIS 14067.2), and the representative status of the CF (Laurent et al 2012, Galli et al 2012). Although there are some arguments against the CF as representative for the ecological impacts of goods, we deem the CF a sensible possibility to gather the impact on the environment. In view of that fact, it should also be calculated for the software engineering process, in order to include it into the software life cycle, e.g. proposed in Naumann et al (2011).

A first approach of the CF of software products is presented by Taina (2010). For this purpose, he develops metrics and applies these to a fictional project. The software engineering process is separated into different phases. Based on this, different methods are proposed to calculate the CF of each phase.

Hence, in order to get data of the energy consumption of software, measurement methods are necessary. There were already several measurement methods and metrics developed to rate the energy consumption of software. Dick et al (2011) proposed to measure energy consumption of desktop applications during the execution of realistic usage scenarios and load tests for server applications. They take a look at the software from outside, without knowledge about the implementation details. While this could be the right approach to compare the behavior of standard software products operating in identical domains, the method seems to be inapplicable to measure and rate energy efficiency as early as possible: during the design and development process. Hindle (2012) showed that power consumption potentially varies between different versions and suggests measuring power consumption for each revision to keep up with changes and make developers more sensible about the energy consumption during the development. Johann et al (2012) introduced a method to rate energy efficiency by source code instrumentation. They suggested a definition of energy efficiency in relation to software as the ratio between useful work done and used energy and mention that each software type requires its own metric to rate its energy efficiency. Schubert et al (2012) developed a software energy profiler to estimate energy consumption without the need of manual source code instrumentation or using metering devices. With these approaches, it becomes tangible to make design decisions affecting the energy consumption while writing the code.
3. Integrating Aspects of Carbon Footprints

Our CF approach is based on the suggestions by Taino (2010) and will be oriented towards the guidelines of ISO/DIS 14067.2, PAS 2050:2011, and the GHG Protocol (Williams 2013).

In order to evaluate the proposed CF study and to get a first impression of the CF of software products during their whole life cycle, we conducted two pilot studies in micro-enterprises located in Germany and Luxembourg. The studies were based on retrospectively collected data and additional information of project team members. Afterwards, we used the collected experience to compile a more general example. Here, we have a closer look at the development phase of software and the support and maintenance efforts after the software has been released.

The example is especially designed to answer the question whether or not the impact of commuting employees should be considered in CFs of software. Standards require that those emissions are not considered (PAS 2050:2011, 17). Unfortunately, using public transport or dematerializing transport, e.g. by means of telework, has the potential to reduce emissions and to consecutively change working and living conditions. Therefore, we give an impression of the magnitudes of emissions of commuting employees depending on the distance.

Even if impacts of the usage phase are not of high importance for this artificial example, due to the fact that there may be too many assumptions regarding usage scenarios, deployment environments, data transfer, etc., for comparison reasons, we give two oversimplified emission series for an increasing amount of PCs and servers.

3.1. The Example Micro-Enterprise

As example company for the CF calculation, we chose a company size of nine employees. Approx. 75% of the companies in the information and communication sector in Germany (Statistik der Bundesagentur für Arbeit 2013, 2.1) belong to the category of up to nine employees. According to European regulations, companies of up to nine employees are called micro-enterprises (European Commission 2005, 14).

We assume that the employees hold the following positions: one general manager (the owner itself), one accountant, one person for sales and one for customer support. Above that, there are five software developers. To calculate the floor area of the corporation, we assume an office space ratio of 30.5 m² per employee in a team office (Jones Lang LaSalle 2009, 3). The office space ratio partially includes corridors, meeting rooms, the reception area, etc. The gross floor area of 343.1 m² is assumed by dividing the net floor area of 274.5 m² by 0.8 (Energieinstitut der Wirtschaft 2010, 14). We assume that the company operates, besides the workstations of the employees, four rack mount servers, a backup storage system, and a class 2 line-interactive UPS with an efficiency between 95 and 98% (Liebert 2000). For server administration, they operate an additional workstation. All these systems are assumed to be operated in 24/7 mode.

Regarding the question whether or not the impacts from commuting employees should be considered in CFs of software, we have to assume the distances and the means of transport of the employees. The basis of this assumption forms a report of the German Federal Statistical Office about the traffic behavior of commuters in Germany (Grau 2009, 3). The given distributions were applied to nine employees and rounded appropriately. For the bus and train distances, the ratio of employees was nearly equally distributed between the “10-24 km” and the “<10 km” distance categories, so we distributed the two employees according to our own preference (longer distance by train, shorter distance by bus). Table 1 shows the resulting distribution of the base scenario.
Table 1
Base scenario of employees’ one-way commuting distances and means of transport

<table>
<thead>
<tr>
<th>One-way distance</th>
<th>by car</th>
<th>by train</th>
<th>by bus</th>
<th>by foot</th>
</tr>
</thead>
<tbody>
<tr>
<td>≥ 50 km</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>25 – 49 km</td>
<td>1</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>10 – 24 km</td>
<td>2</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>&lt; 10 km</td>
<td>2</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Same estate</td>
<td></td>
<td></td>
<td></td>
<td>1</td>
</tr>
</tbody>
</table>

3.2. Calculating the Carbon Footprint per Functional Unit

After defining the base data of the micro-enterprise, we are now ready to approximate the emissions per year in kg CO₂ equivalents (CO₂e). The gross floor area is approximated above with 343.1 m². The gross floor area related ratios which are used below were established for office buildings.

The energy ratios for heating and water heating are assumed on average with 111 kWh/m² per year (Energieinstitut der Wirtschaft 2010, 63), which results in approx. 38,086 kWh energy for heating per year. We assume a natural gas-driven low-temperature boiler as the heating technology. Its average emission ratio is given with 0.3 kg CO₂/kWh (KfW 2003, 2). This results in 11,426 kg CO₂e per year for heating.

The energy ratios for electricity comprise lighting, building automation, electricity for operating the heating system, as well as basic IT Infrastructure and workstations. The average electricity consumption is given with 125 kWh/m² per year, which results in approx. 42,890 kWh/year.

The electricity for the server infrastructure is based on PCF studies and energy consumption information of a computer manufacturer (Fujitsu Technology Solutions 2011, Fujitsu Technology Solutions 2010). For the terminal, we assume the power consumption of a workstation in idle mode. It is given with 45 W, which results in 394 kWh/year. The power consumption of one server is given with 119 W (SPEC power benchmark at 30% workload), which, for all four servers, amounts to 4,169 kWh/year. For the storage, we found no adequate data. Therefore, we assume the power consumption of the backup system with 100 W, which results in 876 kWh/year. The efficiency of the uninterruptible power supply (UPS) is between 95 and 98%. Therefore, we define its efficiency with 96.5%. The standard load in our scenario is approx. 877 W. However, the maximum load is approx. 900 W, which means that the usual load factor is only round about 70%. Therefore, we assume that the UPS runs with 96% efficiency, which results in UPS losses of 217 kWh/year. The total electricity consumption of the server infrastructure is approx. 5,263 kWh per year.

The above mentioned calculation aggregate to a total electricity consumption of 48,154 kWh per year. Assuming the standard electricity mix emission factor in Germany of 0.5656 kg CO₂e/kWh (Umweltbundesamt 2011), this corresponds to 27,236 kg CO₂e deposition per year. In total, electricity consumption and heating are responsible for approx. 38,663 kg CO₂e emissions per year.

To estimate the emissions of the commuting employees, we lay down the following factors per person: transport by car (one person per car) 0.25 kg CO₂e/km, commuter train 0.053 kg CO₂e/km, urban bus 0.019 kg CO₂e/km (Grabolle/Loitz 2007, 144). The number of work days per year is assumed to be 220 (considers statutory holidays, leave days, and sick days). Concerning the distance classes presented in Table 1, we assumed the mean distance of each class as the one-way distance. Applied to round-trips, we get...
a total of 9,234 kg CO\textsubscript{2}e per year. Keep in mind that according to PCF standards, these emissions are not within the system boundaries and are therefore not considered. If considered, the total emissions per year increase to 47,897 kg CO\textsubscript{2}e.

The functional unit kg CO\textsubscript{2}e/PM is computed by dividing the total emissions per year by the number of person months per year that can be invoiced. Here we considered the developers (60 PM) and the support (12 PM). This results in approx. 537 kg CO\textsubscript{2}e/PM without and approx. 665 kg CO\textsubscript{2}e/PM with emissions from commuting employees.

3.3. Calculating the Carbon Footprint of the Example Project

The development phase of the example project is assumed to be 6 months long with a subsequent support and maintenance period of 5 years. Furthermore, we assume that the developers are working full-time on this project, which add up to 30 PM. Thus, the corresponding emissions of the development phase amount to 16,109 kg CO\textsubscript{2}e (19,957 kg CO\textsubscript{2}e incl. commuting).

To estimate the emissions from the support and maintenance period, we need some kind of an allocation approach to spread the total efforts on all hypothetical projects supported and maintained at a time. Here we simply assume a roll-out of two projects each year, with a fixed support and maintenance period of five years, which means that 10 projects are in the queue simultaneously. If we equally distribute the efforts between the projects, this results in 1.2 PM per project and year. Hence, for the support and maintenance, the overall emissions are then approx. 3,222 kg CO\textsubscript{2}e (3,991 kg CO\textsubscript{2}e incl. commuting).

Thus, the total emissions of the example project are approx. 19,331 kg CO\textsubscript{2}e or 23,948 kg CO\textsubscript{2}e with emissions from commuting.
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Comparison of the carbon footprint of different commuting scenarios

3.4. Discussion on Impacts from Commuting and Software Operation

In the scenario assumed in Table 1, considering emission from commuting increases the CF of the project (incl. support period) by approx. 24%. For a deeper insight, we compared this base scenario with three further scenarios: in the first scenario, one car driver is switched from “10-24 km” to “\geq 50 km”; in the second scenario, one more car from “<10 km” to “\geq 50 km”; in the third scenario, the usage of cars is elimi-
nated by shifting the employees to the train column, except for “<10 km” who are shifted to the bus- column. The contribution of commuting to the annual CF of the corporation is shown in Figure 1.

The emissions of the usage phase of a software product are also of high importance. However, we decided to not consider the usage phase in our example, because we lack basic knowledge about average custom software products, developed in micro-enterprises, e.g. types of software, expected workloads, number of users, or required number of servers. In spite of our concerns, we give an impression of the magnitude of the CF of the five-year usage phase compared to the CF of the example project. As a scale, we provide two oversimplified CFs of workstation and server usage, where the number of computers increases in increments of ten (Figure 2).

![Figure 2: Project carbon footprint vs. oversimplified usage carbon footprints](image)

### 4. Integrating Continuous Energy Efficiency Measurements

In order to be able to measure the expected first-order impacts of a software product, developers should be enabled to analyze and rate the energy efficiency with as little effort as possible. This is why we developed a method with focus on rating energy efficiency during the development process on an on-going basis. In our paper, we introduce a model, based on well-known software testing approaches and CI, to take energy efficiency into account during the daily work of a software developer.

The energy consumption of a computer system is linked to execution times and system utilization, which is caused by the software executed on it (Schubert et al 2012, Bircher/John 2012). Shorter execution times and less system load result in less power consumption. The execution times and the system load caused by software could potentially be optimized through better, i.e. faster, algorithms, the use of more suitable data structures, better software design, source code optimizations, etc. All these optimizations should be made during the development process.

The model describes how to integrate the monitoring of energy consumption and the useful work done during test execution and how to handle the measurements to get an automatically generated energy efficiency report, subsequent to any integration. We analyze and define the requirements to software tests used for rating software energy efficiency and check if well-known test terms (e.g. unit integration, system, and performance tests) fit to these requirements. By defining individual metrics at test method level, we are able to rate the energy efficiency on single methods, just as different modules and whole software systems.
A deep look into the build and test execution workflow of the TestNG testing-framework and the Jenkins CI environment enables us to extend the workflows and instrument the test execution to record system load and energy consumption. We extend the test result report offered by the Jenkins CI environment, showing the energy consumption of builds, test classes and test methods, and the rating of its energy efficiency caused by test execution and measurement results (Figure 3). According to the goals of CI, this is how we allow maximized feedback on energy efficiency of their software to the developers: by rating the test execution of any build performed by the CI environment.

We evaluated the model by applying the exemplary setup on an example project where we implemented two sorting algorithms, heap sort and quick sort, and wrote several performance tests suitable for the measurement of the energy consumption.

5. Discussion and Conclusion

Up to now, several methods and processes for software engineering exist. However, there is a lack of quality aspects in these models regarding energy efficiency. From our point of view, two aspects are important to make ICT and especially software greener: on the one hand, activities to make the production process greener and on the other hand, actions to make the software product itself greener. In order to achieve the first goal, it is useful to calculate the CF of the software production process as described in our paper. Hence, in order to improve the energy efficiency of software itself, we suggest adding this quality feature into CI during the development process. Thereby, it is possible to measure the energy consumption of a new software build continuously. The software developer gets feedback and can see immediately, whether or not a new build might be more energy inefficient. Since one main goal of Green IT is to produce environmental friendly software, the presented methods help developers and designers without changing their software engineering methods in general.

In the future, we plan three steps: at first, the criteria for the calculation of the CF have to be detailed and evaluated. Secondly, regarding CI, we need more research, in order to find out how usage scenarios and energy consumption are connected. Thirdly, we need to develop some tools – or extend existing ones - to support both, the CF calculation process, as well as the CI.
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